
SuperObject vs. Modern Delphi JSON (System.JSON)
SuperObject (Third-party library, works with legacy Delphi and can be used with Delphi XE 
and later versions, including the newest versions of Delphi.
Pros:

• Simpler, more intuitive syntax - Direct property accessors make code cleaner 
• Less verbose - Fewer lines of code for common operations 
• Automatic type conversion - I[], S[], D[], B[] handle conversions automatically 
• Works with older Delphi versions - Compatible with Delphi 2007 and earlier 
• Compact code - Example: ProductObj.S['productName'] 

Cons:
• Third-party dependency - Must install and maintain separately 
• Less type safety - Runtime errors if types don't match 
• Less official support - Community-maintained 
• Smaller ecosystem - Fewer examples and resources 

System.JSON (Built into Delphi XE5+)
Pros:

• Native/built-in - No external dependencies needed 
• Better type safety - Explicit type checking and casting 
• Official support - Maintained by Embarcadero 
• Better documentation - Part of official Delphi docs 
• Modern features - Regular updates with new Delphi versions 
• JSON Serialization framework - Can serialize/deserialize objects directly 

Cons:

• More verbose - Requires more lines of code 
• Steeper learning curve - More complex API 
• Manual memory management - Must free JSON objects explicitly 
• Not available in Delphi 2007 - Requires XE5 or later 

Example Code:

Delphi 2007 with SuperObjects

// SuperObject - Simple and clean

ProductObj := SO(JSONText);

ProductName := ProductObj.S['productName'];

Price := ProductObj.D['price'];

StockQty := ProductObj.O['stock'].I['quantity'];

Example Code:

Delphi XE   +

// System.JSON - More verbose but explicit

JSONValue := TJSONObject.ParseJSONValue(JSONText);

try

  if JSONValue is TJSONArray then

  begin

    JSONArray := JSONValue as TJSONArray;

    ProductObj := JSONArray.Items[0] as TJSONObject;

    ProductName := ProductObj.GetValue('productName').Value;

    Price := StrToFloat(ProductObj.GetValue('price').Value);

    StockObj := ProductObj.GetValue('stock') as TJSONObject;

    StockQty := StrToInt(StockObj.GetValue('quantity').Value);

  end;

finally

  JSONValue.Free;

end;



Key Differences Summary
Feature SuperObject System.JSON

Syntax
Simple: 
    Obj.S['name']

Verbose: 
    Obj.GetValue('name').Value

Memory Automatic (interface-based) Manual (must Free)

Type Conversion Automatic Manual (StrToInt, etc.)

Delphi Legacy  Yes✅  No (XE5+)❌

Installation Download separately Built-in (modern Delphi)

Learning Curve Easy Moderate

Code Length Shorter Longer

Other Notable JSON Libraries
For completeness in your presentation, you might also mention:

• JsonDataObjects - Another popular third-party library - Delphi 2009-10Seattle (faster than SuperObject) 
• mORMot - High-performance JSON library with ORM features 
• Grijjy.Foundation - Modern, cross-platform JSON library 

Recommendation for ODUG
For Delphi legacy projects, SuperObject is the clear winner because:

1. System.JSON doesn't exist prior to Delphi XE5 
2. SuperObject's simplicity makes it easier to learn and maintain 
3. Interface-based memory management prevents leaks 
4. Perfect for web APIs, config files, and data exchange 

For modern Delphi (XE5+), the choice depends on:
• Use System.JSON if you want no external dependencies 
• Use SuperObject if you prefer simpler, cleaner code 
• Use JsonDataObjects if performance is critical 

SuperObject can be used with Delphi XE and later versions, including Delphi's newest versions.

Compatibility
• SuperObject works from before Delphi 2007 through current versions (Delphi 12 Athens) 
• It's been actively maintained and updated for modern Delphi versions 
• The same codebase works across this wide range of Delphi versions 

Why Use SuperObject in Modern Delphi?
Even though System.JSON is built-in to XE5+, many developers still prefer SuperObject:

Reasons to Choose SuperObject (even in modern Delphi):
1. Much simpler syntax
2. No memory management - Interface-based reference counting vs. manual Free() 
3. Easier nested access: 

   // SuperObject
   Qty := Product.O['stock'].I['quantity'];
   
   // System.JSON
   StockObj := Product.GetValue('stock') as TJSONObject;
   Qty := StrToInt(StockObj.GetValue('quantity').Value);

4. Existing codebase - If you have code in Delphi 2007, it ports directly to newer versions 
5. Team preference - Many developers simply find it more readable and maintainable 



Reasons to Use System.JSON in Modern Delphi:
1. No external dependencies - Everything's built-in 
2. JSON Serialization - Can automatically serialize/deserialize objects with REST framework 
3. Official support - Part of Embarcadero's supported libraries 
4. Better integration - Works seamlessly with FireDAC, REST components, etc. 

The Real-World Answer
Many Delphi shops use both:

• SuperObject for quick JSON parsing, config files, simple APIs 
• System.JSON when using RAD Server, DataSnap, or needing deep framework integration 

Bottom Line
You can safely use SuperObject in modern Delphi projects. In fact, some developers argue it's better in modern 
Delphi because:

• You get the simplicity of SuperObject 
• Plus the modern IDE features (code completion, refactoring, etc.) 
• And you can mix-and-match with System.JSON when needed 

So if you upgrade from Legacy Delphi to a modern version, your SuperObject code will continue to work with 
minimal or no changes! 
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